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Abstract:

Software technology has not evolved to accommodate the rapidly increasing volume and diversity of on-line data. Finding data is often very difficult, and once found, data from different sources is often difficult to combine because of a lack of common formats and semantics. The advent of distributed systems has highlighted the problem by multiplying the amount of data that is hard to find and hard to use. A fundamental problem contributing to these shortcomings is the lack of a comprehensive model in which to describe and manipulate the range of entities in a system. This paper introduces Melampus, a system designed to address this problem.

The overall goal of Melampus is to define a powerful data model, to build a prototype system that implements the model, and to build sample applications that highlight both strengths and weaknesses of the model. We hypothesize that by providing a system-wide framework in which to describe the structure and behavior of data and by providing efficient associative access to all entities, we will significantly improve the ability of users to exploit the system. By providing global system coherence, we will enable the use of data in unanticipated ways, allow rapid retrieval of data, ease the formation of new relationships among data, and promote the sharing of data between applications.
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1. PREFACE

Melampus. A great seer in the Greek mythology who founded an important family of prophets; he could understand the speech of animals and birds; cured impotence and madness.  

Associative access. A value-based nonprocedural specification of a collection of entities.

Data. Uninterpreted sets of bytes present in a computer system. Meant to represent facts upon which an inference or an argument is based or from which an intellectual system of any sort is constructed.  

Information. (From the Latin word informare; meaning the action of forming matter.) An informing or being informed; formation or molding of the mind or character, training, instruction, teaching; communication of instructive knowledge.  

Knowledge. The fact or condition of knowing; the fact or condition of having information or of being learned or erudite; the fact or condition of knowing something with a considerable degree of familiarity gained through experience of or contact or association with the individual or thing so known.  

Omniscient. Knowing all things; possessed of universal or complete knowledge.  

User. A human using a computer.

Wisdom. The quality of having sound judgement, of being judicious, informed, learned, shrewd; ability to discern inner qualities and essential relationships; the intelligent application of learning.  

---


2 Webster’s Third New International Dictionary, Unabridged.

3 Oxford English Dictionary.
2. **MOTIVATION**

The purpose of computing is insight, not numbers.
Richard Hamming (28)

You say you want a revolution,
Well, you know
We all want to change the world.
John Lennon and Paul McCartney (42)

2.1. **The Current World vs. The Ideal World**

Computer systems today store and manipulate vast amounts of data. This data is isolated in many places: in the operating system kernel, in the network subsystem, in the file subsystem, in the database management system, and in applications. Unfortunately, such isolation often hinders the exploitation of data. This is a problem since the worth of such a resource is latent. The full value of data is realized only when it is used to respond to the needs and desires of a user, or when new information is derived by relating one piece of data to another. Isolation complicates finding a particular piece of data, since there are many places in which to look for it, and each subsystem provides a different way of asking for it. Isolation also makes interrelating data from different subsystems extremely difficult, since there is no agreement on representation or semantics.

The advent of networks and distributed systems has made the problem of exploiting data worse by increasing both the amount of data accessible and the number of places in which it can be stored. Moreover, each increase in hardware speeds (cpu, memory, and network) accentuates these difficulties by enabling new applications through the reduced cost of accessing and manipulating data. Thus, making effective use of the data stored in a computer system and using that data in unanticipated ways is already difficult. The prognosis is that the situation is going to get worse.

Envisioning the ideal world amounts to wishing away all of the perceived shortcomings of the current world. (The fact that perceptions change over time implies that even a perfect world, should it ever be implemented, would eventually be perceived as flawed. We will ignore this for now.) In the ideal computer system, data would not be isolated, nor would there be a multiplicity of ad hoc representations. Instead, a common data model would exist that would be flexible enough to allow the user to describe all data of interest, regardless of the application domain. Thus, everything, from operating system structures to program components to databases, would be described in the same model. This model would allow a user to find data easily, i.e., it would provide a query language through which all entities in the system could potentially be accessed (modulo protection restrictions). Since such a system would be very large, there would be metadata that users could query to discover what entities were available in the system.
Flexible naming and access control schemes would allow users to tailor their environments, to share objects, and to define domains in which to pose queries.

Of course, the ideal system is both an ideal model and an ideal implementation. The system would be distributed, highly available, and would scale without bound. Optimization would be applied aggressively (and successfully!) throughout the system, yielding good performance. For example, the system might be adaptable, relocating and replicating objects in response to access patterns learned through usage. Finally, the system would be easy to install, use, and maintain, and it would serve as the day-to-day computing environment for a large user community.

2.2. The Melampus Project

We intend Melampus to be a step in the direction of the ideal world. We believe that the issue underlying the problems described earlier is fundamentally one of data modelling. Each new subsystem that defines its own vay of representing and manipulating objects simply adds to the cacophony of models present in the system. Furthermore, each subsystem is typically a closed world; the ad hoc data models provide no support for unanticipated queries, for relating objects across subsystems, or for system evolution. Melampus is an attempt to define, prototype, and experiment with a computing environment based on a better data model.

We initially plan to focus on defining three important aspects of the data model: the type system, the query language, and the naming scheme. A type system determines how objects may be structured and used; a query language allows sets of objects to be specified with a predicate instead of with explicit references; and a naming scheme determines how the world of objects may be organized. These three aspects are not orthogonal. For example, we intend to provide queries as first-class objects, *i.e.* to allow an object to be defined intentionally. Thus, the query language affects the type system in that the structure of an object may be defined by a query. Also, a query is defined in part by the objects over which it ranges. Thus, the naming scheme affects the query language. Section 2 discusses these and other issues in more detail.

We plan to build and experiment with the system once it has been designed. Our initial implementation will be a breadboard design that provides the functionality of the data model. We will also implement several application slices both to validate and to stress the data model. Although performance will be critical for a real system, we wish to fine-tune the model before we fine-tune its implementation. Prototyping the data model is an essential first step, since the best way to prove that the model leads to a significantly more usable system is to implement the system and to demonstrate its capabilities. However, while we have every intention of designing a powerful and elegant data model from the start, we also have no illusions about achieving perfection. Thus, building and using the system is also the only way to expose its shortcomings. Section 4 outlines our proposed time frame for project milestones.
2.3. Evolution vs. Revolution

Like many other projects, Melampus intends to provide a new computing environment. A fundamental design issue in such projects is how the new system will relate to existing systems. Proposed solutions generally fall into one of two categories that can be termed evolutionary and revolutionary (47). An evolutionary path seeks to integrate existing software tools and databases. One way to implement this approach is to build a new subsystem that accesses the data and services of other subsystems; within the new "world," users view the external world through a common, higher-level model. The great advantage of an evolutionary path is that it preserves the existing world (a huge resource!) while providing a new, more unified way in which to view it. Since users are not required to abandon the familiar, they are typically more willing to embrace the new.

The revolutionary path discards (or discounts) existing systems and seeks to create a new, better world. The advantage to revolution is that one is liberated from the often conflicting constraints that come with trying to preserve existing systems and data. The researcher is thus free to rethink established concepts, to challenge accepted positions, and to avoid institutionalized mistakes. As a result, revolutionary projects often lead to important new concepts that capture the attention of even the most entrenched pragmatist. For example, object-oriented concepts have migrated from their origins in Simula (7) and Smalltalk (24) to C (33,36).

In the Melampus Project, we intend to take the revolutionary path to addressing the problems outlined at the beginning of this introduction. That is, the Melampus data model will define a new world that is not necessarily compatible with existing systems. We argue, however, that the distinction between evolution and revolution is really one of emphasis and is not a fundamental difference. Evolutionary paths, despite the preservation of existing systems, result from new thinking on the part of researchers and require a certain amount of new thinking on the part of users. Otherwise, they would be of little use. Revolutionary paths, despite the exclusion of existing systems, require bridges to the outside world. Otherwise, they would be of no use at all. The real difference, in our view, is that the evolutionary path concentrates on how to build the bridges while the revolutionary path concentrates on how to define the new world. In Melampus, we will be emphasizing first of all the definition of a new world. We will build bridges as necessary, but if we face a choice between raising the toll for crossing the bridge or compromising the design of the new world, we will elect the former.

3. RESEARCH APPROACH

To be conscious that you are ignorant of the facts is a great step to knowledge.
Disraeli
3.1. Introduction

In this section, we detail the technical challenges that we plan to address during the initial phase of Melampus. These include, first and foremost, the definition of a type system that can describe the broad range of data present in a system and can support its evolution, a query language that allows efficient associative access to all data in Melampus, and a naming scheme that will allow users to organize their worlds and that is suitable for large scale distribution. To prove the power of Melampus, it is necessary to build applications that exploit the system, and this leads to another area for research. In this section, we describe these issues in more detail, state our goals, and present our plans. Our initial implementation will be a prototype that borrows as much existing support software (e.g., an object repository) as we can find. We will omit the implementation (but not necessarily the design) of many pieces that would be necessary in a real system. At the end of this section, we briefly discuss how such topics might be investigated in later phases.

3.2. The data model

The central problems in Melampus are how to define a data model suitable for describing the structure and behavior of both real-world data and computer system data and how to provide efficient associative access to it. To this end, we are doing the following in parallel: reading and understanding the limitations of current research and commercial efforts, developing our own data model, and designing applications that will use this data model. We expect the applications to reveal possible limitations of the data model, thus helping us to refine it further.

3.2.1. The type system

One of the first problems to address is defining a suitable type system. The Melampus system must be able to incorporate new types of data, while at the same time promoting the sharing of existing data by multiple users and multiple applications in unanticipated ways. Object-oriented and relational database technologies will help us to achieve these goals. Object-oriented technology allows for an extensible set of abstractions that encapsulate both the representation and behavior of data. By means of a type system that separates implementation from specification, object-oriented technology encourages the definition of clean abstractions which can more easily be used in new contexts and integrated in new ways. The concepts of substitutability and inheritance should prove particularly helpful in this regard.

From the relational model of data we recognize the importance of having efficient associative access to all data and of having non-procedural query languages. In the relational model, however, value-matching forms the basis of all relationships, and hence, all relationships are implicit. There is no mechanism to represent complex interconnections among data explicitly. Object-oriented technology provides such a mechanism, namely, object identity. This facilitates information sharing, because a single piece of information can be used for several different purposes without replication and hence without inconsistency. Both explicit and implicit relationships are of great importance; we claim each is insufficient without the
other. The search for the Melampus data model will begin by considering an object-oriented approach. Adding better support for implicit relationships to the object-oriented approach is an interesting and important research area, and at least as promising as adding support for explicit relationships to the relational model (39).

The evolution of the structure and behavior of data is one of the most significant challenges faced by Melampus. One form of evolution modifies type definitions (i.e., the schema). Such changes occur over time because of changing requirements or increased understanding. While there has been some work in this area (66,4,31), the problem is far from solved. Another form of evolution is the migration of individual objects through different types. Such migration is particularly important for those objects that model real world entities. For example, a person may be, at various times in his or her life, one or more of the following: student, employee, retiree, manager, or customer. Each of these roles can be considered a new type for the object, since each role carries with it a certain amount of characteristic state and behavior that persists as long as the role is valid for the person. Such natural evolution cannot be modeled in most object-oriented systems because a given object is constrained to have exactly one type throughout its lifetime. Type migration is only beginning to receive attention (23,63,68), and there are many open problems.

3.2.2. The query language

Our second task, intimately related with defining the type system, is to define a language in which to access and manipulate data. This language must be smoothly integrated into a Turing complete language, and it must support efficient associative access. Defining the Melampus language will require answering questions like: How do we specify the range of a query? How may we use queries as first-class objects to define objects intentionally? What language constructs should we include for exploiting the benefits of both navigational and non-procedural access to data? How should the language express explicit and implicit relationships among data? In particular, the query language should ease the access to any object in the system that satisfies access control constraints, regardless of type, intended use, or location. We will use our reading of the literature and the experience of department members to guide us in the language design and, again, we expect our application designs to help us refine the language constructs.

3.2.3. The naming scheme

As we described in the introduction, one of the problems with existing systems is the difficulty in finding data, and a fundamental issue in finding something is how to name it. A hierarchical name space organization has proved extremely useful both for file systems (e.g. Unix (58)) and network addressing (e.g. the Internet (57)). This organization allows related names to be grouped together as a unit, alleviates the problem of name clashes, and provides good scalability. Unfortunately, a strict hierarchy of names is often too constraining; one often would like the same object to belong to several different groups. Thus, for example, both hard and soft links are widely used in Unix. In addition, a naming hierarchy can actually prove cumbersome if the name of the desired object is not already known; one must traverse the hierarchy, looking in "likely" places.
In object-oriented database systems, a common way of organizing the name space is along the class lattice. That is, all of the objects of a given class are maintained in an extent for that class. The extent has the same name as its associated class. Since objects of all subclasses of some class T are, by definition, also T objects, the specification of an extent typically has two forms: one meaning all objects of exactly the class named, and the other meaning all objects of that class and all its subclasses. This kind of naming appears in O++ (2), Extra/Excess (16), Orion (34), Postgres (69), and O2 (3).

Lattice-based naming provides a means for specifying the range of a query in an object-oriented system, but it is insufficient in a number of ways. First, it assigns names only to class extents; individual objects are not named. Both Extra/Excess and O2 also support names for individual objects. Second, lattice-based naming does not support the tailoring of environments for individual users. The name space is essentially flat, with the entire lattice being the only naming context. Such an organization would be particularly cumbersome (not to mention difficult to maintain) in a widely distributed system.

3.3. The exploitation of the system

Complementary to the design of the data model is its exploitation in applications. We expect that implementing different applications in Melampus will expose unforeseen limitations that will pose new challenges. We will therefore implement slices of a variety of realistic applications and use what we learn to refine the model and its implementation.

The purpose of the applications is both to test and to showcase the data model. To test it, the applications should not be trivial. They should convince an objective observer that the Melampus data model can replace existing data models in current applications as well as support new applications for which the current data models are inadequate. Hence the applications must stress the traditional features of the data model (e.g., object-orientation) as well as its novel features (e.g., type migration). Although we do not expect to focus on efficiency in our initial implementation, the applications should eventually grow to stress the performance of the system.

To show off the potential of Melampus, the suite of applications must be sufficiently diverse that it would not currently be easy to draw relationships between the data they manage. Interrelating data from separate applications (enhancing an existing application or creating a new application) will help to demonstrate the power of the Melampus vision. Experimenting with the applications should also teach us how to exploit uniform associative access in order to create new and better applications.

There are also some pragmatic requirements associated with the Melampus application suite. Due to the limitation of existing resources, the design and implementation effort must not be too large. At least initially, therefore, the number and size of the application slices should be relatively small, and it must be easy to get the application data on-line.

It may not be possible to satisfy all of these requirements at once. However, some initial applications based on personnel databases, calendar management, and a small set of operating systems functions look promising. The personnel database and associated applications will demonstrate that Melampus can handle "traditional" database applications, and will show off novel aspects of the data model, such as type migration. Calendar management is a traditional office application, and calendar entries can be viewed as
complex objects (though with a relatively small amount of data), thus stressing the object-oriented capabilities of the model. Finally, the operating system functions will give us experience with data which varies more rapidly over time. This will stress the data model, and force us to think seriously about this type of performance issue (fast retrieval of complex objects is another performance issue we will have to address). As the Melampus vision demands uniform associative access to all data in the system, we need to develop techniques to deal with this type of data to make the vision a reality.

To make our application suite more concrete, consider the following collection of data and queries. The personnel database will include information on employees' titles, phone numbers, and offices. On top of this database we will build applications for presenting an organization chart and a telephone directory. The calendar management database will contain personal calendars, seating capacities for conference rooms, and calendars for conference rooms. We will provide simple applications for booking rooms and setting up meetings. From the operating system we will get information about the current set of users and processes.

Type migration can be used in the personnel database to model various roles such as employee, project leader, and manager. We can already think of several queries that exploit information from the different application areas. For example, the following query combines personnel information with operating system information: "Is anyone in my department running software package S at this very moment?" Another query combines information from all three areas: "Is there a convenient time and room for an afternoon meeting of the members of project P that have logged in today?"

The richness and diversity of these application databases will let us begin to explore the Melampus data model and vision. We will consider incorporating more databases and supporting larger applications in Melampus once we gain some experience with these simpler ones. Ideally, we will find others to cooperate with us on more ambitious applications that will really stress the model and the implementation and test the Melampus vision of integrating diverse applications. Possibilities for such applications include Rufus (48), and/or an advanced integrated programming environment.

3.4. Implementation

In the initial phase of the project, our implementation effort will stress functionality and fast turnaround over performance. We will prototype the system using whatever existing software platforms prove useful. For example, we will code new pieces in a rapid prototyping language such as Smalltalk-80 (24) or CLOS (9). One particular subsystem that we will need is a persistent object store. Several research projects in the object-oriented database field have designed and implemented such general purpose stores. Examples include Mneine (69), ObServer (for Encore) (29), OM (for O2) (71), and the Exodus Storage System (19). One or more of these systems may be used in the initial prototyping of Melampus.

3.5. Future stages

The initial phase of the Melampus project will concentrate on defining the data model, while the second stage will involve building a prototype system, and experimenting with application slices. While
our experiences in these phases will be largely responsible for directing follow-on work, we expect that future phases will include some refinements to the data model. Hopefully, our iterations early in the design will keep such changes to a minimum. Thus, the bulk of the work in the next phase is likely to concern key system implementation issues. For example, query optimization in object-oriented databases is an open problem. Fast object materialization is another problem that is both interesting and important. Other implementation issues include distribution and high availability. Note that each of these areas could pose a significant research challenge in its own right. Therefore, an important step in charting the later phases of this project will be deciding whether we will attempt a research contribution in a given area or simply implement the best available solution.

3.6. Summary

The ultimate goal of the Melampus project is to provide a more coherent, usable computing environment. Key aspects of this vision are that the system provide associative access to all entities, that the system be able to model real-world entities, and that the system allow for wide scale distribution. The key areas of research for our initial phase include the definition of a flexible type system, query language, and naming scheme. Through prototyping the model and experimenting with several chosen applications, we will be able to refine and validate our design.

4. RELATED WORK

Everything that can be invented has been invented.
Charles H. Duell
Commissioner U.S. Office of Patents, 1899

Melampus is not alone in trying to address the problem of global system incoherence. Many projects have sought to improve the world of computer systems, either through evolution or through revolution. Research efforts in database management systems, operating systems, persistent programming languages, and object-oriented languages have addressed, in isolation, many of the research topics implied by the ideal vision. In the design and implementation of Melampus, we will be able to draw upon many of the ideas (and hopefully, avoid many of the mistakes) of these systems.

4.1. Data Modelling

Any system that allows clients to create, manipulate, and destroy objects is essentially providing a model of data to the client. This model may or may not have a formal definition. In either case, the model defines how objects provided by the system may be structured and how they may be manipulated.
It is then up to the client to map the objects of its application domain onto the objects provided by the system.

Most operating systems, including the seminal Multics (22) and the influential Unix (58), assume that the structure of data is an uninterpreted byte stream. Moreover, they do not associate behavior with such unstructured data. It is thus very cumbersome, if not impossible, to organize all of the data in such a system. Plan 9 of AT&T has recognized this drawback (53,55,56). The Plan 9 proposal is to add more semantics through use of additional file system naming. Thus, processes are file system objects, i.e., they are named subdirectories within the /proc directory. Entries in such a process directory include file names for all the accessible components of a process, like its code and data segments and the ioct1 signal mechanism. This approach, which extends the original Unix design to deal with an extensible set of objects, still falls short of providing the generality desired for large systems which have access to vast numbers of objects, as the human readable character string name is the only "query capability" provided to users and applications. There is no support for associative access to data, and there is still a limited amount of metadata.

Relational database management systems have traditionally provided such higher-level functionality. However, the relational model is widely perceived as too limited for new kinds of applications (35). Thus, the design and implementation of object-oriented database systems (OODBs) is an active research area (1,2,3,16,23,45,69,73). Some of the better-known projects include Encore (73), Iris (23), ODE (2), Orion (4), and O2 (3). There are also several commercial OODB products, such as GemStone (49) by Servio-Logic and VBase (1) by Ontologic. Our main complaint with these systems is that none provides the comprehensive data model that we are seeking. For example, with the exception of Iris, all provide fairly standard object-oriented models. Such models display shortcomings both in the modeling of real-world entities and system implementation. (We enumerated some of these problems in the previous section.) Iris, while having an interesting data model, is computationally incomplete. Furthermore, none of these systems address the issue of organizing the world of objects in a large, distributed environment.

An important, open area of OODB research is the addition of associative, value-based access to objects, along with optimization techniques to make such accesses efficient. Iris (23), Extra/Excess (16), Encore (65), and Orion (35) have proposed query languages that bring some of the associative access capabilities of the relational model of data to the object-oriented domain. Other systems, such as ODE and O2, have taken the approach of adding query facilities to an object-oriented programming language such as C++ (26).

Another important research area is in the evolution of systems that provide typed persistent objects. The central question is what happens to existing objects of a given type if the definition of that type is modified. This is a difficult problem, and only a few papers have appeared on the subject. Groups at Brown, MCC, and Servio Logic have proposed designs (66,4,51).

In addition to modeling the structure and behavior of entities, one other important aspect of the Melampus data model concerns distribution and naming, areas that traditionally have been addressed in operating system research. An important property of a distributed system concerns multi-site, atomic operations. Some file systems, such as Alpine (12) and QuickSilver DFS (14), have provided such multi-site atomic actions. Other systems like Auragen (10), Tandem's NonStop (5), and Isis (6) have addressed the more general problem of fault tolerant computing. Several languages have also been designed specifically to support the implementation of distributed systems. Examples include Argus (43) and Emerald (8).
Location independent naming is an important aspect of a distributed system since it separates naming an object from having to know its physical location. Not only are applications easier to write, but the system is free to relocate objects to improve performance. Several operating systems such as Amoeba (50), Domain (37), Locus (54), QuickSilver (14), Sprite (72), V (17), and VAX Distributed Name Service (46), have implemented location independence.

Another aspect of naming in a distributed system is scaling. We wish the Melampus name space to remain manageable as the size of the system grows. File servers for Unix systems, most notably Andrew (30,61), and NFS from Sun Microsystems (44), have addressed this issue.

4.2. Other Related Work

The Rufus project (48) is, like Melampus, in the proposal stage, and it seeks to address similar problems. In particular, they wish to quell “information anxiety” through system-supported classification of text objects. The thrust of their research concerns ways to make explicit the implicit structure of a text (or byte-string) object so that the user can filter, organize, search, and edit such objects more flexibly. Rufus is an evolutionary project; it does not seek to remake the world, but to organize it. We view Rufus as complementary to Melampus. When we are ready to build elegant bridges between Melampus and the outside world, Rufus (or the technology they develop) may prove very useful.

Other related IBM software engineering efforts include the RPDE\textsuperscript{3} project (27), the SAA/AD Repository Platform (32), and the VM/Software Engineering product (31). The SAA/AD Repository Platform is a tool support layer that provides object-oriented services for the IBM Repository Manager. The platform represents and stores data using an entity/relationship paradigm on top of a relational storage manager. For performance reasons, the granularity of objects will be large. The VM/Software Engineering product is a central repository of source code, object code, and documents. It supports version and release control, answers database queries, and manages dependencies and relationships among objects. VM/Software Engineering stores some information in a file system and the rest in a relational database.

Another relevant research area concerns the transfer of database techniques for transactional concurrency control and recovery into the operating system. Camelot (67) and QuickSilver (28) have pursued this approach. These systems provide database-like services to a wide range of clients, although they are not concerned with providing sophisticated data modelling capabilities. Several other operating systems are either built on database management systems or provide the illusion that they are. For example the AS/400 (18,62) and PICK (11) systems fall into the former category, while the OONIX (13) and ROSI (56) systems fall into the latter category. None of these systems provide a means of extending the initial, system-defined set of data types with new, user-defined types.

There are a number of alternatives for implementing persistence in a system such as Melampus. Memory-resident database management technology may be a promising approach. Memory-resident data structures are made persistent by the recovery mechanism. Logging the changes to memory-resident objects can be performed using commit groups (19) or using the Stable Log Buffer approach (40). Although work has been done in index structures (39), query processing (20,38,64,70), concurrency control (41,59), and recovery (21,25,40,60), these efforts are designed to support relational systems. These techniques may or may not be applicable in an object-oriented system.
5. RESEARCH PLANS

You can always tell the pioneers
by the arrows in their backs.
Overheard at Xerox PARC

To fail well, go out and
do something stupid.
Tom Peters (52)

We will start with a core group of available people, design and implement as a team, and eventually expand from both inside and outside IBM.

5.1. Melampus system

The following milestones for Melampus have been motivated and proposed in this document:

1. Definition of a data model. This includes as major subproblems: definition of a type system, definition of a query language, and definition of a naming scheme.
2. Initial design of chosen applications.
3. Evaluation of prototyping platforms, including data repositories, programming languages, and programming environments.
4. Prototype implementation of the data model.
5. Prototype implementation of chosen applications.
6. Evaluation of the system.
7. Extension and refinement of the system in directions determined by the evaluation.

A time frame for these milestones is the following:

• Phase 1. Completion by YE90 (8 months)
  1. Data model and query language defined.
  2. Slices of applications designed.
• Phase 2. Completion by 2Q92 (18 months)
  1. Prototype system implemented.
  2. Application slices implemented on prototype.
  3. Initial evaluation of data model.
• Phase 3. Possible future directions. (to be determined)
  1. Redesign data model based on experience in Phase 2.
  2. Design bridges to existing world.
  3. Throw prototype away; build a real system.
  4. Declare victory; move on to something else.
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